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Abstract— Formal modeling and verification help in achieving 

safety related concerns in real time systems. Car parking 

system is modeled and verified in this paper to ensure the non-

collision and the parking of a car which is both time and space 

efficient. A detailed simulation of the model is presented and 

described.     
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I.  INTRODUCTION 

Metropolitan cities are dealing with increasing traffic and 
in turn an increase in parking garages. With the increase in 
the use of automated systems and the introduction of Internet 
of Things, more cities are making use of smart car parking 
systems to deal with the common problem of finding a 
vacant parking space. Smart car parking systems deal with 
directing cars to an empty parking spot all the while keeping 
a record of which parking spots are free.  

Car parking systems are safety critical and need to be 
modeled and verified before they are put into use. A single 
mistake may lead to damage of a person’s car and waste of 
time due to an inefficient system [1]. These systems are 
incredibly complex and make use of expensive hardware. 
Therefore, it is essential that such systems are properly 
modeled, tested and verified on software before they are 
implemented on hardware [2]. System verification is of 
paramount importance [3] and advancements in technology 
have allowed us to optimize and check the safety of a system 
on a computer before it is constructed in the real world.  

In this paper we modeled the car parking system using 
Uppaal model checker. The verified model with the timed 
automata can be used to implement a real time car parking 
system. We verified the safety, deadlock freeness, 
reachability, liveness, mutual exclusion, utility and fairness, 
which Uppaal’s inbuilt verification module allowed us to do 
easily [4]. 

Following the introduction, in Section II a literature 
review is given where other similar projects are discussed. In 
Section III the system overview consisting of a model for car 
and a model for lane is described and the timed automata of 
these two models are also shown. The details of the Uppaal 
model checker and reasons behind why it is used are also 
discussed in this section. In Section IV system is verified and 
the verification properties are described. Finally, in Section 
V the conclusion and further improvements to the system are 
detailed. 

II. LITERATURE REVIEW 

A number of different car parking systems have been 
made in the past. In this section we will be discussing a few 
of these systems. 

In [5], a car parking system is developed where the 
presence of a car causes the gates of a parking lot to open 
and the number of cars in the parking lot are displayed on an 
LCD. Here the authors focused mainly on the hardware 
aspects and the modeling and simulation were done on 
hardware rather than software.  

In [6], a similar system to [5] is developed but the car is 
allotted the closest parking spot by judging the distance of 
the car from the entrance or exit of the parking lot. The 
authors in [7], aim to use an RFID and an infrared sensor 
based parking system. Here hardware modules are used to 
verify the correctness of the system which can be more 
expensive than using a modeling and verification software. 
In our project we significantly cut costs by modeling and 
verifying our system on the Uppaal model checker instead. 

In [8], a web application based car parking system is 
made where a camera is used to check the availability of a 
parking spot and if a parking spot is free the user is notified. 
In [9], the authors have described a mobile application 
system that uses infrared sensors to find and allocate a 
parking spot. 

In the above mentioned works, modeling and verification 
of the system was highly dependent on hardware modules. 
Hardware is not as reliable however, and it can be very hard 
to check all the verification properties on it. We chose to use 
Uppaal model checker in our project to ensure that all 
verification properties like reliability or deadlock freeness 
etc. are fulfilled. 

In [10], the authors used Vienna Development Method-
Specification Language (VDM-SL) to develop and verify a 
graph-based model. This model is used to find nearest empty 
parking spots. This is the most relevant project however, the 
simulator which we have used in our project, Uppaal is more 
versatile than VDM-SL and can be used to understand the 
traces to further correct the model, or to draw conclusions 
[11]. 

III. SYSTEM MODELING 

In this section we give a system overview. Details on the 
Uppaal model checker are given and the timed automata of 
car parking system is detailed. 
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A. System Overview 

As shown in Fig. 1, we modeled two automata, one for 
the car and one for the street on which the car looks for a 
parking space.  

The cars can move on a street with two lanes and their 
sensors query a parallel automaton that models the street 
layout. The car looks for a free parking space and if there is 
one present on either lane, it moves into the available 
parking space and performs parallel reverse parking. After 
40 seconds the cars can move out of the parking space and 
move forward to the end of the street. The street is 5 meters 
long and it has 2 suitable parking spaces in each lane. Two 
cars cannot park in the same parking spot at once.  

The parallel automata communicate through shared 
channels. The cars can park multiple times in the street so 
long as there is a parking space available and the end of 
street has not been reached. The car can go back to the start 
of the street after it exits the street as well. 

 
Figure 1.  System state diagram. 

 

B. Uppaal 

We used the Uppaal model checker which is an 
integrated tool environment that gives us the ability to model 
and verify the behaviour of a system [12]. Uppaal is a very 
powerful tool since it can handle real time issues and 
transitions. Bounded liveness can be expressed and verified 
in Uppaal which is something that many model checkers do 
not provide. Also, Uppaal has an easy to use interface which 
makes it easier to model and execute a system.  

Moreover, Uppaal displays the sequence diagram of the 
system as it is being executed so every state can be checked 
and the user can see of the states are being changed in the 
same sequence as intended. There are also a lot of projects 
which have been tested by Uppaal which further provided 
me with the confidence to use it as the model checker and 
verifier for this project [13]. 

C. Timed Automata 

The Uppaal model checker was used to develop and test 
the model of a car which enters the parking system. As 

shown in Fig. 2, a car has four possible states, start, 
find_parking_spot, park and exit_street. A car can alternate 
between these four states.  

For a car to transition from one state to another it must 
first fulfill the transition condition. As the car transitions 
from one state to another the position of the car which is 
stored in the car_pos variable is incremented. The car_pos 
variable helps detect the end of street. 

 

Figure 2.  Model for car. 

    We also created a model for the lanes on which the cars 
can park. Each lane will have two parking spots as shown in 
Fig. 2. There are eight possible states in a lane. Similar to 
Fig. 1, the transition condition must first be fulfilled to 
transition from one state to another. A street_len variable is 
incremented whenever a car moves through the street. The 
street length is 5 meters. 
 

 
Figure 3.  Model for lane. 
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The sequence diagram displayed in Fig. 4 shows the order 
in which states are executed and what triggers them. The 
states and transitions of the whole system are also displayed.  

The sequence diagram can also be used to check the 
correctness of the system. In case of a deadlock, we can track 
the point at which deadlock occurs and can therefore, correct 
it. 

 
Figure 4.  Sequence diagram 

IV. SYSTEM VERIFICATION 

The system was verified using the Uppaal model checker 
to ensure the safety, reachability, liveness, utility, deadlock 
freeness and fairness of the system. 

A. Deadlock freeness 

 There are no deadlocks in the system at all. 
 A[] not deadlock 

 There are no deadlocks when the cars reach the end 
of the street.  

 A[](deadlock imply (laneOne.end_of_street and 
 laneTwo.end_of_street)) 

B. Safety 

 Car one cannot take up 2 parking spaces in lane one 
as it would cause no other car to park in lane one and 
if a car tries to park in lane one it would crash into 
car one. 
A[]((laneOne.parking_spot1 and 
carOne.parked==true)imply 

not(laneOne.parking_spot2 and 
carOne.parked==true)) 

 Car one cannot take up 2 parking spaces in lane two 
as it would cause no other car to park in lane two and 
if a car tries to park in lane two it would crash into 
car one. 
A[]((laneTwo.parking_spot1 and 
carOne.parked==true)imply 
not(laneTwo.parking_spot2 and 
carOne.parked==true)) 

 Car two cannot take up 2 parking spaces in lane one 
as it would cause no other car to park in lane one and 
if a car tries to park in lane one it would crash into 
car two. 
A[]((laneOne.parking_spot1 and 
carTwo.parked==true)imply 
not(laneOne.parking_spot2 and 
carTwo.parked==true)) 

 Car two cannot take up 2 parking spaces in lane two 
as it would cause no other car to park in lane two and 
if a car tries to park in lane two it would crash into 
car two. 
A[]((laneTwo.parking_spot1 and 
carTwo.parked==true)imply 
not(laneTwo.parking_spot2 and 
carTwo.parked==true)) 

C. Reachability 

 Car one exits the street infinitely often. 
E<> (carOne.exit_street) 

 Car two exits the street eventually. 
E<> (carTwo.exit_street) 

D. Liveness 

 Car one or car two or both must always be looking 
for a parking space for the system to stay alive. 
E<> ((carOne.find_parking_spot and carTwo.park) 
or (carTwo.find_parking_spot and carOne.park) or 
(carOne.find_parking_spot and 
carTwo.find_parking_spot)) 

E. Mutual exclusion 

 Car one cannot be parked in lane one and lane two at 
the same time. 
A[]((laneOne.parking_spot1 and 
carOne.parked==true)imply 
not(laneTwo.parking_spot1 and 
carOne.parked==true)) 

 Car two cannot be parked in lane one and lane two at 
the same time. 
A[]((laneOne.parking_spot1 and 
carTwo.parked==true)imply 
not(laneTwo.parking_spot1 and 
carTwo.parked==true)) 

 Car one cannot be at the start and the end of the 
street at the same time. 
A[]((carOne.start and laneOne.start_of_street)imply 
not(carOne.start and laneOne.end_of_street)) 
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 Car two cannot be at the start and the end of the 
street at the same time. 
A[]((carTwo.start and laneOne.start_of_street)imply 
not(carTwo.start and laneOne.end_of_street)) 

F. Utility 

 If carOne enters the street, it eventually parks on the 
street. 
E<> (carOne.start imply carOne.park) 

 If carTwo enters the street then it eventually parks 
on the street. 
E<> (carTwo.start imply carOne.park) 

G. Fairness 

 Neither car one nor car two waits for longer than 40 
seconds to unpark. 
A<> (carOne.wait<=40 and carTwo.wait<=40) 

 Cars cannot drive on the street for longer than the 
length of the street. 
A[] (laneOne.street_len<6 and 
laneTwo.street_len<6) 

Some of the verified properties are displayed in Fig. 5. 
 

 
Figure 5.  Results of the uppaal model checker 

V. CONCLUSION AND FUTURE WORK 

In this paper, an effective methodology for the modeling 
and verification of the car parking system was shown. The 
safety properties were verified using Uppaal and the stability 
of the real time automata was checked through the model 
checker as well. The car and lane models communicate 
effectively through common channel.  

Most of the existing smart car parking systems are tested 
using hardware simulations which do not always ensure the 
correctness of the system. On the other hand, we have made 
use of formal modeling and verification techniques to prove 
that our model is correct.  

For the time being we have developed a simple car 
parking system which is implemented in the real world 
scenario using the Uppaal model checker. To further 
improve our work, the system can be extended to 
accommodate a greater number of cars, lanes and parking 
spots. Moreover, a module can be added to find out and 
direct the car to the closest parking spot. 
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