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Abstract— Reducing the gap between Software Engineering 

education and the needs in the software industry is a goal for 

Academia. Advancement in terms of cutting-edge technical 

skills and good soft skills preparation is the desired goal to 

shorten the onboarding in the labour market. Generally, in 

computer science or computer engineering courses, separate 

subjects exist to teach requirements engineering, analysis and 

design, coding, or validation. However, integrating all these 

phases normally requires experience in developing a complete 

project. The approach presented in this paper has involved the 

staff of a software company in collaboration with the staff of an 

academic Institution and resulted in a student's involvement in 

a full-stack software development project. The student was 

involved in an agile team composed of teachers and Information 

Technology (IT) professionals. Scrum framework was followed, 

and the product was developed using a low-code development 

platform. Results show that this agile and full stack approach 

allows students to develop cutting-edge technical and non-

technical skills. The paper presents the approach, the achieved 

results, some lessons learned and some guidelines for the future. 

Keywords- agile software development; cognitive services; form 

recogniser; Scrum; software engineering; invoice. 

I.  INTRODUCTION 

Nowadays, technology, namely software, is part of 
ordinary people's lives, and so there is a considerable demand 
for well-prepared professionals in this area of knowledge. 
Preparing professionals in these areas is not easy. If, on the 
one hand, they must have deep knowledge in specific 
technical subjects (databases, programming languages, 
requirements analysis, Web development, mobile 
development, etc.), it is also increasingly important that they 
have the skills to integrate or explore features in more 
complex systems. This broader view of specific software 
ecosystems requires a well-prepared new generation of 
engineers using new approaches and a more holistic 
experience of modern software development activity. These 
approaches can be enablers for accelerating development 
performance and obtaining better designed and high-quality 
software products. 

In the software industry, many advances are also 
happening to speed up development. Examples of this are the 
low-code development platforms, which provide an 
abstraction layer that allows the developers to handle more of 

the inherent complexity of application development and 
simultaneously explore reuse and integrate different 
frameworks. They allow fast learning development 
processes, enable a more systemic view of software projects, 
and provide easy integration with other application 
endpoints. However, software engineering gains importance 
here because its inherent abstraction requires good 
development practices to be followed. 

Another essential aspect nowadays is the great possibility 
of integration and interconnection between various systems. 
This makes it increasingly important that the new generation 
of IT professionals knows the services available and what 
mechanisms to use to integrate them into their applications. 
This holistic knowledge can be acquired in theory, but 
nothing better than consolidating it through developing 
projects that use this integration and other technologies. 
Cloud service providers (Amazon Web Services, Microsoft® 
Azure Cloud Platform or Google Cloud Platform) are cases 
in point. 

Full stack development has changed, with new areas and 
skill sets becoming important. In the works published in [1], 
[2], in addition to the traditional definition of full stack, new 
scope and challenges are presented in this development field. 
In [1], the authors argue that students are “in a better position 
concerning their employment opportunities if they possess 
hands-on skills on the entire spectrum of full stack 
technologies”. Also, the authors make clear that full stack 
does not mean “all” technologies and that “students should 
learn how to recognise fundamental problems to solve them 
with the appropriate conceptual tools using the corresponding 
technology of the day”. In this paper, we share a case study 
that aims to prepare students for this reality, still in the 
academic environment and in close collaboration with 
partners from the software development industry. 

In turn, the job market needs more technically well-
prepared graduates with good soft skills. Thus, preparing the 
new generation of engineers requires training not only in the 
technical subjects that are the knowledge base, but also the 
vision, and more holistic experience about the paths followed 
today by software companies and the soft skills. Tackling all 
these aspects can be achieved with strategies and case studies 
like the one presented in this article. The product developed 
in this case was an application for household accounting, 
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automatically recognising data from existing invoices in 
digital format (pdf, photo) using cognitive services. 

In this case study, an important fact was that a company 
that develops software for the international market was 
involved. The company defined the product/goal. A student 
from a higher education institution (academy), integrated into 
a distributed team, developed it, using Scrum [3] as a 
software development process. This combination of several 
contributions and developing a full stack project using an 
agile software development process allows the student to 
acquire the knowledge and preparation necessary for today's 
challenges in the modern competitive software development 
market. The main goal is to contribute to reduce the gap that 
sometimes exists between what is learned in academia and 
what is needed in the industry. In this paper, based on the 
experience observed in a successful case, we share some 
practices in the teaching of software engineering to best 
prepare students for software industry. 

The remainder of this article is organised as follows. 
Section II presents a background and related work. In Section 
III, the case study is presented. In Section IV, results and 
discussion about lessons learned are presented. Finally, some 
conclusions are presented in Section V. 

II. BACKGROUND 

Developers often do not just play a single role in software 
development; they must be multifaceted, often taking on the 
role of designers, coders, and database specialists. Therefore, 
having this knowledge and multi-tasking skills is essential 
and allows the developer to use them to complete a project or 
software development independently. This is also an 
advantage because it will enable the developer to be more 
familiar with all stages of the development process, making 
cooperation inside and outside the team more optimised, and 
contributing to reducing software development costs. These 
professionals should be able to work both in Web and mobile 
platforms with also knowledge of design through the Web 
like Hyper Text Markup Language (HTML) and Cascading 
Style Sheets (CSS). In addition, they should be able to use 
software development tools and techniques that allow the 
development team to be at its highest level of productivity. 

However, higher education institutions face a challenging 
task in preparing students to work proactively in these high-
performance teams. Many approaches have been proposed to 
teach and learn Software Engineering subjects. Some attempt 
to motivate students to take a more active role in their training 
and provide them more realistic experiences by replicating 
the settings used in the software development profession. 
Project-based Learning (e.g., [4]), flipped classroom (e.g., 
[5]), and gamification (e.g., [6], [7]) are some of these 
strategies that are frequently used to teach Software 
Engineering. Some other strategies promote a closer 
involvement of software companies to reduce the gap 
between Software Engineering education and the needs and 
practice in the software industry. For instance, in the 
approach described in [8], the industry actively supervises 
software product development. Another approach is to create 
supplementary training programs that aid in the screening of 
qualified candidates, as presented in [9]. These approaches 

are essential for students because they provide real 
challenges, more realistic experiences, and recreating 
industry software development environments. Nevertheless, 
they are also crucial for companies. For them, networking 
with students and other corporate sponsors, building ties with 
faculty, and promoting their business and products among 
college students are some potential advantages. 

From a different perspective, software engineering 
teaching has been adapting to new developments and trends, 
namely the agile methodologies. Frequently, teaching agile 
methodologies have focused on teaching a specific 
framework like Scrum (e.g., [10]–[12]) or Extreme 
Programming (e.g., [13][14]). A study on using Agile 
Methods in  Software Engineering Education [15] concluded 
that using Agile practices would positively influence the 
teaching process, stimulating communication, good 
relationships among students, active team participation, and 
motivation for present and future learning. 

Besides the good results obtained by several of these 
strategies, software engineering teaching and learning can 
still benefit from a more participative and closer involvement 
of software development companies in the training process. 
This can enable students to join distributed teams, enhance 
their non-technical skills, and engage themselves in the 
practices used in these companies. 

III. THE CASE STUDY 

A. People/Team 

In this case, the agile team was composed of 6 members. 
This is following the recommendations of Scrum [3]. 
Regarding the role of each one: 1 member of the company 
acted as product owner; 2 members of the company (with vast 
experience in terms of development using the adopted 
platforms) acted as coaches/development technical support; 
1 member was the student that acted as a developer; 2 
teachers acted as Scrum masters and, for some tasks, as 
coaches (involved in documentation, timeline, etc.). In this 
process, the student, the central element of the approach, 
interacted with the other people. Besides getting support for 
the development of the project/product, he also gained 
experience in terms of teamwork (soft skills), realising the 
difficulties and aspects that are common in business projects 
of this type. The members' posture was demanding and 
methodical, continually adopting practices equal to what is 
done in the day-to-day business activity.  

B. Process 

Tools were adopted for this purpose to carry out the 
development process. Thus, Jira [16] was used to manage all 
stages so that details of the evolution of the project and its 
rhythm could be adequately monitored in an articulated 
manner. This choice requires everyone to follow good 
communication practices and compliance with activity logs 
and user stories in this case.  

Figure 1 presents the timeline of one of the semesters, and 
in Figure 2, we can see the Jira interface with part of the 
product backlog (the content is in Portuguese because it was 
the language agreed by the team for it). 

76Copyright (c) IARIA, 2023.     ISBN:  978-1-61208-997-3

ICSEA 2022 : The Seventeenth International Conference on Software Engineering Advances



 

 

 

Figure 1.  Timeline. 

 

Figure 2.  View of backlog in Jira UI. 

On the left side of the Jira interface of Figure 2, we can 
see the list of user stories and, on the right side, the 
corresponding status (finished, in progress, not accepted or to 
test). 

Scrum's artefacts [3] were all met, such as having a 
product backlog, sprint backlog, etc. In addition, there were 
daily meetings between the student and his mentors and 
checkpoints to clear any impediments to progress. The sprints 
were 2-4 weeks long, but every week there was a meeting 
(weekly meeting) between all the team members to review 
the progress of the work. There were sprints for development, 
but there were also periods when the goal was to learn how 
to develop or optimise the project. For example, how to 
integrate Azure [17] cognitive services into the product under 
development. In addition, the definition of the sprint periods 
were not unrelated to the academic activity, which took place 
in parallel, so that the student could also be able to fulfil the 
academic requirements in his other subjects. Thus, there were 
different sprint periods as there were also different 
workloads. 

C. Project 

Since an agile approach was adopted, it followed the 
value [18]: 

"Working software over comprehensive documentation." 

In terms of requirements documentation and modelling, 
the requirements were documented using user stories, and in 
addition, we used wireframes and the Entity-Relationship 

(ER) model. The team did not follow an extensive and deeper 
documentation approach because the student knew it from 
previous work in other curricular units. However, taking 
advantage of this knowledge, the student also represented the 
use cases and the ER model for the final report. 

The research work was demanding for the student and the 
other members involved. New challenges were posed that 
required research, pre-experimentation, and analysis. For 
example, to implement the synchronism between the mobile 
application and the backend, it was necessary to analyse 
several patterns and adjust them to the concrete objective of 
this new product. The same happened in relation to security 
aspects of the application or the use of Azure cognitive 
services. In other words, the fact that it is an application with 
ambitious goals also posed interesting challenges to all team 
members. The product owner defined the initial requirements 
and documented them in the product backlog. For the user 
stories, the acceptance criteria were defined, which helped to 
design the test cases and thus contribute to a robust 
application.  

Although the student had general knowledge about 
Artificial Intelligence (AI), it required him to be prepared on 
how to take advantage of the resources provided by Azure not 
only in terms of parameterisation and integration, but also in 
training to get the best performance. This is important 
because what was at stake in this challenge was to implement 
the functional requirements and user stories and obtain a final 
product with the highest possible accuracy in terms of 
automatic detection of fields of interest present in invoices.  

Thus, the project involved research, development, 
software integration, application synchronisation (Web and 
mobile), security, agile Scrum framework, teamwork, and 
new tools (low-code platform, integration with cloud Azure, 
cognitive services, Jira, etc.). A detailed report of all phases 
and details of each aspect covered during the implementation 
process was also made. In the final stage of the project, 
acceptance tests were done to determine if the implemented 
features were useful and satisfied the users’ needs.  

This work covered many aspects of a software project, 
which could hardly be contemplated in a purely academic 
project. In addition to the technical-scientific coverage 
evidence, the agile methodology was chosen, and the fact that 
there was permanent communication between all its members 
was central. This leads us to verify in practice that one more 
value of the agile manifesto followed results in a successful 
path [18]:  

"Individuals and interactions over processes and tools" 

All these aspects mentioned above were considered, and 
the project includes documentation on user stories, database 
modelling, wireframes, and systems software architecture, 
among other valuable and necessary documentation. 

Figure 3 shows the general architecture of the 
implemented system. 

This work involved full-stack Web and mobile 
development using the OutSystems low-code platform [19]. 
This choice, teamwork, and adopting the agile framework 
(Scrum) allowed us to design from scratch, implement and 
test a complex and challenging software product during the 
normal period of a school year. 
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Figure 3.  Systems Architecture. 

D. Product 

The recognition and automatic extraction of data from 
documents (invoices, receipts, etc.) are complex to 
implement and require various aspects to make it work 
successfully. With this project, we intended to apply 
mechanisms to recognise and extract data from invoices and 
store, organise and manage these data. 

Using the OutSystems platform to develop the current 
project was a requirement from the company. The company 
proposed this product idea to develop a Web and mobile 
application using the OutSystems low-code platform, 
allowing users to manage their expenses in a digital format, 
independently of the users receiving the documents digitally 
or on paper. One of the characteristics of this platform is the 
speed of development and the integration with other 
necessary tools for the implementation of the objectives of 
this work (e.g., integration with Azure services). It allows to 
build and deploy full-stack Web and mobile applications 
[19].  

The product owner proposed the product backlog. 
However, in each sprint review meeting, there were 
adjustments to the user stories. A sprint retrospective was 
always carried out so that the improvement process was 
constant from sprint to the next sprint, fostering a continuous 
pace. This demonstrates to the student the importance of the 
3rd and 4th values of  [18]:  

“Customer collaboration over contract negotiation” 

and 

“Responding to change over following a plan”. 

The final product was developed on time, and all goals 
were achieved. In other words, at the end of the project, the 
resulting product was an application (Web and mobile) that 
was developed in OutSystems with the integration of Azure 
cognitive services (Azure form recogniser [20]) that allows 
(among other functionalities) the user to: 

• Register invoices automatically. 

• Process invoices (recognise and extract) data from 
pdf or an image captured by a smartphone. 

• See spending statistics of a specific type and period. 

The mobile application was implemented to be used even 
when it is offline. Because of that, mechanisms to 
synchronise both applications (Web and mobile) were 
implemented. 

Figures 4 and 5 show the final layout of both the Web 
portal User Interface (UI) and one of the mobile applications 
UI.  

 

 

 

Figure 4.  Examples of portal Web UIs (On top: Invoice’s historic view; 

Bellow: Output of automatic processed invoice view). 

    

Figure 5.  Examples of mobile app UIs (Left: select new invoice; Right: 

expenses). 
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In Figure 4 (top), we can see a dashboard to consult 
invoice’s historic, with filters, charts presenting the collected 
data of different service providers (Telecommunications 
companies, electricity suppliers, etc.) and the list of stored 
invoices by designation, date, service provider, and monetary 
value. In Figure 4 (bellow), we can see the result of an 
automatically processed invoice view, presenting the 
invoice’s file and the automatically captured fields. 

Invoice templates can be configured in the administration 
portal for different service providers. The training and 
configuration of the recognition algorithms, using Azure 
cognitive services, can be configured through a dedicated 
Web portal. 

The company's representatives validated the visual 
aspects (UI/User Experience (UX)), the synchronisation 
between the Web and the mobile applications, and security 
issues. The performance results obtained with the recognition 
of invoices were also analysed and improved.  

IV. RESULTS AND LESSONS LEARNED 

According to the opinion of all those involved, the result 
of the project was very positive. In addition to completing the 
entire system within the planned period of 2 semesters, a 
high-quality software product was developed (all 
requirements implemented and good acceptance from 
potential external end-users). In other words, in addition to 
providing all the intended features identified throughout the 
project, the developed software also performs with good 
performance results. After several tests with invoices from 
various service providers, the performance was excellent in 
all cases. As in any of these cases, the better organised the 
information on the invoice is (input), the easier it will be to 
train the system and, obviously, the better the accuracy of the 
data obtained (output). In the tests carried out, in most cases, 
all data was recognised automatically from the original pdf 
invoices received by email from the service providers (e.g., 
gas company, energy company or telecommunications 
providers). A lower accuracy rate was achieved if the 
invoices were digitised using the smartphone camera (even 
so, in the performed experiments, at least 46.5% of the fields 
were well recognised, and the user manually entered the 
remaining fields). After having a first version of the system 
available (Web and mobile), several potential users were 
asked to install and use the application and to respond to a 
survey. The survey included 14 questions. Twelve questions 
were answered using the Likert Scale (1–5), and one question 
asked for a numerical answer. The other question was an 
optional free response question where respondents could 
include any information. The results obtained at this stage 
serve three crucial goals: 1) to provide a better insight into 
the platform, which may identify novel issues/problems to 
consider; 2) to obtain initial feedback on potential users' 
acceptance and perception of the platform’s key features and 
3) to evaluate the usefulness of the proposed system. Twelve 
users completed the survey. To exclude the outliers, the 
survey with the best evaluation and the survey with the worst 
evaluation were excluded. This resulted in 10 valid answered 
questionnaires. 

The analysis of the responses shows that: 

• 90% of respondents rated the application as useful 
or very useful. 

• 80% of respondents rated the application as easy or 
very easy to use. 

• All the respondents were satisfied or very satisfied 
with the automatic reading of invoice information. 

• Importing invoices in pdf format was considered 
very important by 80% of respondents. The import 
of invoices from a photo was considered important 
or very important by 60% of the respondents. 

• In the open answer question, it was possible to 
obtain some feedback on usability improvements 
and the reporting of some bugs. 

In terms of lessons learned, this approach requires a 
dedication of at least one h/week (average) from the teachers 
and the company's members. In the case of the mentor, this 
period was longer due to all the daily meetings. The 
dedication paid off because the result (resulting product, 
preparation of the student (technical and non-technical 
skills)) was very positive. The fact that everyone was 
engaged in developing a comprehensive project that involved 
all stages and components of the proposed architecture was 
challenging, motivating and clearly beneficial for all parties, 
that is, for teachers, students, and staff involved from the 
partner company. 

V. CONCLUSIONS 

The presented case study shares an agile approach to 
preparing students for the job market regarding Software 
Engineering (SE) practices in the context of final year 
projects (in the 5th and 6th semesters of the course curricular 
plan to complete the degree). This approach reduces the gap 
between SE education and practice in the software industry. 
The student was involved in a distributed team with teachers 
and IT professionals from a software house to develop a 
product that demanded full stack development and agile best 
practices. The case study presented illustrates the work 
methodology and the resulting product. In other words, the 
paper described people, the process, the project, and the 
product.  

These industry-academia partnerships helps students 
become better and quickly prepared to work in high-
performing teams. They raise students´ employment 
opportunities by preparing them in cutting-edge fields and 
improving their soft skills to have better performance in 
software development teams. These partnerships are also 
advantageous for the other involved partners. Hiring 
qualified human resources is good for the companies, as well 
as for the participating higher education institutions 
(contributes to improve their employability rate). 
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