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Abstract—This work is concerned with analyzing the merits
and the costs of Microservices. Following the hype associated
with a new technology may result in more problems rather
than solutions. The Microservices approach offers many
benefits in terms of flexibility and scalability. However, rushing
to use Microservices without balancing the situation may add
unnecessary complexity and there is a possibility that the costs
may outweigh the benefits. The key question is: are
Microservices in their current form solving more problems
than they create? In this paper, we analyze the benefits and the
costs of switching to Microservices. The aim is to support the
decision of whether to move to Microservices or not based on
the evaluation of the advantages and the disadvantages. The
main contribution of this work is the provision of a clear
picture of the costs and benefits of the technology to help
decide if and when a switch to Microservices is the correct
choice.
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I. INTRODUCTION

Software Engineering has a long history of proposing
ways to deal with change. Flexibility is a desirable software
attribute, especially in business systems [1]. The ability to
change a system as a result of changing requirements with
minimum cost has been at the heart of Software Engineering
solutions [2] . Targeting low coupling, high cohesion,
modularization, and separation of concerns are just a few
examples.

The “service thinking” has been a shift in how software
is created and delivered. The core of such thinking is that the
focus should be on how to consume a functionality rather
than the means by which the functionality is produced [3].
In software terms, it is the decoupling of the producer from
the product. The Service Oriented Architecture (SOA) has
been an early implementation of such concept.

Micorservices are software components where
independence of development and deployment is a key
concern [4]. The concept of loose coupling is fundamental to
the idea of Microservices. Better flexibility can be achieved
if a system is built using independent services.

In this work, we provide an analysis of the costs and the
benefits of Microservices with respect to achieving
flexibility. The aim is to support the decision of switching to
Microservices.

This paper is structured as follows. Section 2 examines
the concept of Microservices and highlights the benefits of
applying such thinking. In Section 3, the Microservices
model is compared with the monolithic model in the context

of flexibility. Section 4 analyzes the inherent problems of
Microservices. The challenges of and future of
Microservices are discussed in Section 5. Finally, the
conclusions are presented in Section 6.

II. PROBLEM STATEMENT

Microservices architecture is a relatively new
architecture which originated in the industry. While there is
a great interest in the academia, however, there is an obvious
gap between the academia and the industry concerning the
topic. Few experience reports by the industry are available,
and less practical solutions from the academia [5]. Research
efforts usually focus on a single aspect of Micorservices
such as migration from legacy systems, architecture,
security, database heterogeneity, or service patterns. Other
research works highlight only benefits [6], or otherwise only
disadvantages. There is a gap in the literature concerning
studies that balance the costs versus the benefits.

III. WHAT ARE MICROSERVICES?

The Microservices approach is another way to think
about how to build software applications. The approach
advocates building the applications as suites of small,
independently deployable services, each running its own
process. There is no universally accepted definition of
Microservices. The independence of Microservices is a key
design issue. A service has to be independently deployable.
The reason is that this issue has an impact on managing
large scale deployment. Each service would be
independently developed as a self-contained product with its
own complete team. Microservices are built to serve a
specific context. Services are built around business

capabilities [7]. Related functionalities are combined into a
single business capability, and each Microservice
implements one such capability [7]. The development team
would include a user interface person, a database person,
and a business logic person. A team is usually responsible
for the whole life cycle of a Microservice [8].

Having described what Microservices are, in the
following we discuss the benefits of such approach.

 It is possible to release functionality faster. The
reason is that it is not needed to wait until it is
possible to release the whole system. Bringing
changes into production rapidly is a priority for any
business. The more an application is broken down
into smaller components, the easier it is to deal
with changes. Currently, this is not the case with
most monolithic applications [9] [10].
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 Braking a system into smaller components supports
flexibility. The consumer of a specific functionality
may choose from a number of providers that
provide the same functionality with different non-
functional attributes. The more the software is
loosely coupled, the easier it is to engage with open
source, provided that there is a license. If a
company needs some functionality to be
incorporated into the systems from open source
components, it has to decompose the system into
smaller loosely coupled components.

 Independent scaling. Only the parts of the
application that need to be scaled up can be
assigned the required resources. There is no need to
upgrade the whole infrastructure only to serve
selected parts of the system [11]. The result is
efficient use of resources. Parts of the system that
need more computing power can be assigned the
needed resources without having to scale up the
whole system [12].

 It is easier to focus on security wherever it is
needed. More sensitive services could be put into
more protective zones. Less sensitive services that
require less protection can be assigned the
appropriate resources.

 Each service can be built using the best and most
appropriate tool for the task. It can be possible to
move parts of the system to the cloud [13]. A
company may decide to put some components on
the cloud to be managed by specialized
competencies. Whether or not the decision is to use
multiple technologies in a system, there is a
possibility to do it if needed [13].

 Redundancy. Usually, it is assumed that
redundancy should be avoided. In a Microservice
design, redundancy is a classic way of increasing
resilience. Microservices can help implementing
this concept more easily.

IV. MICROSERVICES VERSUS MONOLITHS

In a monolithic appication, modules cannot be executed
independently. Any change in one module of a monolith
requires rebooting the whole application. Scalability is
usually a problem in monolithic applications. Often, the
entire application does not need to be scaled up. Only a
subset of the modules need to be scaled up. The usual
strategy for handling such situation is to create new
instances of the entire application.

Typically, when monolithic architectures are exposed to
a growing load, it is difficult to locate which components of
the system are actually affected, since the system runs
within a single process. This means that although only a
single component may be experiencing load, the whole
monolith will need to be scaled up. This will be the only
solution even if it is known which component is
experiencing the load, as it is difficult to scale it in isolation

V. MICROSERVICES VERSUS SOA

Microservices are mainly focused on application
architecture, but they may have some elements that can be

taken to the enterprise level. This depends on the size of the
enterprise. SOA is an enterprise level concept. SOA is on
the enterprise scale while Microservices is on the application
scale. In short, a Microservice is a component while SOA is
an architecture.

In the traditional SOA, organizations would buy and
deploy an Enterprise Service Bus (ESB) and then deploy
their individual services on that ESB. But if more scalability
is needed, then, the entire ESB has to be scaled up [13]. The
Microservices advantage here is that individual services can
be scaled up. As Martion Fowler points out, the difference is
the shift from the intelligence that is built into the transport
layer to having the end points more intelligent and the pipes
being a little less intelligent [7].

VI. PROBLEMS OF MICROSERVICES

As stated in [11], the first disadvantage of Microservices
is its name. The goal of Microservices is to decompose an
application in order to facilitate development and
deployment of agile applications. Building small services is
not the goal of Microservices, but rather facilitating agile
development.

Although individual services may be very simple, there
is an increase in complexity as a result of having
communications between different components. Distributed
systems are more complex compared to monolithic systems.
In addition, managing running services is more complex
compared to monolithic services.

Partitioning a database across a number of different
Microservices makes it difficult to implement some business
transactions that can be implemented much easier in
monolithic systems. Implementing a query that needs
multiple joins can be a problem in some cases. Managing
consistency between databases is a difficult task.

Every single time a computation is done outside the
module boundary, the request has to travel through the
network. This results in communication overhead. The
Microservices approach will result in slower services.

From a mobile development perspective, a large number
of calls to backend Microservices is very expensive in terms
of battery usage. It is not possible to build a version of the
application for mobile devices only because all calls have to
eventually go to the backend servers.

The core idea of Microservices is having a large number
of small services, each doing small part of the work. Here,
the focus is not only on what such services are doing but on
the communications between them. Every single
communication between one service and another is a
potential place for something that can go wrong. In addition
to unit testing, testing a portion of communicating services
all together is necessary to obtain a better image of how the
system would behave in production.

Knowing what other services expect without hardcoding
such requirements may not be an easy task. In contract
testing, ingoing and outgoing attributes are checked for
conformance with the expected attributes in each case. The
development team of each Microservice has to check
communication with other services for conformance of
contracts.
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Sharing code is harder. The objective of Microservices is
to create truly independent services. However, if there is a
need to share common utility code between services, then
the only option is to replicate a functionally across a number
of different services.

VII. CHALLENGES

While the concept of Microservices is simple, its
implementation is not. The problem is building a system of
Microservices. There are no specific rules for many issues:
only tradeoffs. One of the underlying tenets of
Microservices is that each service runs in its own isolated
process. In such case, the question is: how do services find
each other to connect? Hence, there is a need for a service
discovery mechanism to avoid hard coding the addresses.

One challenge of Microservices is deciding when to
include functions inside one service, and when to break
them into separate services. The shift to Microservices
requires changing the development methodology. The agile
approach would be suitable for the Microservices way.

Monitoring the system is another challenge because each
service may be running on a different computer or even on a
different platform. There is a potential that something might
go wrong. Having a mechanism for viewing which service is
causing a bottle neck is essential for such systems.

Having dispersed services, and more opened ports leads
to a greater attack surface. If each service has its own
database, then there is more potential for database related
attacks.

Although the Microservices approach offers substantial
benefits, a Microservices architecture requires extra
machinery, which can impose substantial costs. To enhance
the economics of Microservices, it is useful to be integrated
with the cloud [12].

Discovery, granularity, and security are among the
challenges that faced prior technologies as well, such as
Web services [14]. While security and granularity had some
solutions, automatic discovery has never been solved.

VIII. CONCLUSION

The term Microservices implies something small, but
this name can be misleading since not all services in a
Microservices architecture need to be micro [7]. A service
will become as big as it needs to be to provide a coherent,
efficient, and reliable function. However, it is not about the
size. It is about focus and logical cohesion. The main
advantage is breaking the system into smaller chunks that
can be managed individually.

Before switching to Microservices, a number of
questions need to be answered depending on each individual
case: why it is needed? Is it scalability? Is it flexibility?
Which parts of the business have such needs? An additional
issue concerns the readiness of the teams for the journey. If
the answers are not clear enough and justified, then finding
the correct answer should come first. Unless the goals are
clear enough, benefits cannot be measured.

Writing Microservices based application involves many
different issues compared to writing monolithic applications.
However, transitioning from a monolith is even more
difficult than building Microservices from scratch.

Advocates for Microservices implicitly suggest that
monoliths are outdated. While flexibility and scalability are
weak points in monoliths, they may not be priority for all
applications.

Everything comes with a cost, and so do Microservices.
If the benefits of switching to Microservices do not
outweigh the gains, then the decision is not rational.
Whether to move the whole monolith to Microservices is a
critical question and does not have a black or white answer.
Chosen parts of the application can be migrated into
Microservices. The Microservices design thinking can be
applied to a monolith. Decomposition strategy, and
interaction patterns have to be revisited. A monolithic
system can still implement asynchronous communication.
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